The so called [XY problem](https://en.wikipedia.org/wiki/XY_problem) is a classical situation on Q&A sites. While answering there I thought to have spotted such a case and addressed the actual problem. As it turns out, I had stopped to early when going for the root cause.

The question asker wanted to speed up the evaluation of pmax(x, 0) for an integer vector x by using the identity pmax(x, 0) = (x + abs(x)) / 2 and going to C++ with the help of Rcpp:

#include

using namespace Rcpp;

// [[Rcpp::export]]

IntegerVector do\_pmax0\_abs\_int(IntegerVector x) {

R\_xlen\_t n = x.length();

IntegerVector out(clone(x));

for (R\_xlen\_t i = 0; i < n; ++i) {

int oi = out[i];

out[i] += abs(oi); // integer overflow possible!

out[i] /= 2;

}

return out;

}

The issue with this initial solution is the potential for an integer overflow for values larger than half the maximum size of a 32bit integer, i.e. \(2^{30} = 1,073,741,824\), resulting in negative results:

set.seed(42)

ints <- as.integer(runif(1e6, -.Machine$integer.max, .Machine$integer.max))

head(ints)

## [1] 1781578390 1877224605 -918523703 1419261746 608792367 82016476

do\_pmax0\_abs\_int(head(ints))

## [1] -365905258 -270259043 0 -728221902 608792367 82016476

So the original question was how to “quickly determine the approximate maximum of an integer vector”, in particular whether or not the maximum of the integers is not larger than 1,073,741,824.

Reading this question I realized that finding this approximate maximum would require scanning the vector linearly with the potential for an early exit. In the worst case we would compare every vector element with some fixed number, which is exactly what we wanted to avoid in the first place! In addition, it was unclear to me how one could make use of this approximate maximum. On the other hand, it is quite easy to fix the potential integer overflow by using a larger integer type for intermediate results:

#include

using namespace Rcpp;

// [[Rcpp::plugins(cpp11)]]

// [[Rcpp::export]]

IntegerVector do\_pmax0\_abs\_int64(IntegerVector x) {

R\_xlen\_t n = x.length();

IntegerVector out = no\_init(n);

for (R\_xlen\_t i = 0; i < n; ++i) {

int64\_t oi = x[i];

oi += std::abs(oi);

out[i] = static\_cast(oi / 2);

}

return out;

}

Since this version skips the initialization of the output vector, it is faster than the original solution and works correctly for for large integers:

| **expression** | **min** | **median** | **itr/sec** | **mem\_alloc** |
| --- | --- | --- | --- | --- |
| pmax(ints, 0) | 10ms | 14.19ms | 73.56753 | 15.34MB |
| do\_pmax0\_abs\_int(ints) | 1.85ms | 1.99ms | 484.77446 | 3.83MB |
| do\_pmax0\_abs\_int64(ints) | 1.28ms | 1.36ms | 699.69546 | 3.82MB |

![](data:image/png;base64,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)

At this point I stopped and posted my answer, even though I should have looked at at least two other things. First, why does pmax uses so much more memory? The reason is a classical error when working with R: 0 is not an integer but a numeric. To compare with the integer one should use 0L. This reduces memory consumption and run time, but the latter is still larger than for the C++ solutions.

Second and more importantly, is the mathematical trick from the beginning really needed? Can one not simply traverse the vector and take the maximum for each element compared to zero?

#include

using namespace Rcpp;

// [[Rcpp::plugins(cpp11)]]

// [[Rcpp::export]]

IntegerVector do\_pmax0\_int(IntegerVector x) {

IntegerVector out = no\_init(x.length());

std::transform(x.cbegin(), x.cend(), out.begin(),

[](int y){return std::max(y, 0);});

return out;

}

It turns out that this is actually the fastest method:

| **expression** | **min** | **median** | **itr/sec** | **mem\_alloc** |
| --- | --- | --- | --- | --- |
| do\_pmax0\_int(ints) | 2.09ms | 2.2ms | 440.7702 | 3.82MB |
| do\_pmax0\_abs\_int64(ints) | 2.59ms | 2.72ms | 355.4475 | 3.82MB |
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While avoiding the first level XY problem in the question, I initially did not notice the second level XY problem.